**NAME : HEMNATH.V**

**REG.NO : 230701115**

**DEPT : B E COMPUTER SCIENCE AND ENGINEERING - B**

**Greedy Algorithm**

* 1. **1-G-Coin Problem**

**Aim**: Write a program to take value V and we want to make change for V Rs, and we have infinite supply of each of the denominations in Indian currency, i.e., we have infinite supply of { 1, 2, 5, 10, 20, 50, 100, 500, 1000} valued coins/notes, what is the minimum number of coins and/or notes needed to make the change.

Input Format:

Take an integer from stdin. Output Format:

print the integer which is change of the number. Example Input :

64

Output:

4

Explanaton:

We need a 50 Rs note and a 10 Rs note and two 2 rupee coins.

### Algorithm:

Int main() { initialize amt

initialize count to

0 read amt from

user

// array of currency denominations

initialize arr as {1, 2, 5, 10, 20, 50, 100, 500, 1000}

// loop through currency denominations from highest to lowest for i from 8 down to 0 {

count = count + (amt divided by arr[i]) // calculate number of notes of current denomination

amt = amt modulo arr[i] // update amt to the remaining amount

}

print count // output the total count of notes

}

### Program:

#include <stdio.h>

int main()

{

int amt,count=0; scanf("%d",&am t);

int arr[]={ 1, 2, 5, 10, 20, 50, 100, 500, 1000} ;

for (int i=8;i>=0;i--)

{

count+=amt/arr[i]; amt%=arr[i];

}

printf("%d",count);

}

**Output:**

![](data:image/png;base64,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)

# 2-G-Cookies Problem

## Aim:

Assume you are an awesome parent and want to give your children some cookies. But, you should give each child at most one cookie.

Each child i has a greed factor g[i], which is the minimum size of a cookie that the child will be content with; and each cookie j has a size s[j]. If s[j] >= g[i], we can assign the cookie j to the child i, and the child i will be content. Your goal is to maximize the number of your content children and output the maximum number.

Example 1:

Input:

3

1 2 3

2

1 1

Output:

1

Explanation: You have 3 children and 2 cookies. The greed factors of 3 children are 1, 2, 3.

And even though you have 2 cookies, since their size is both 1, you could only make the child whose greed factor is 1 content.

You need to output 1. Constraints:

1 <= g.length <= 3 \* 10^4 0 <= s.length <= 3 \* 10^4 1 <= g[i], s[j] <= 2^31 - 1

### Algorithm:

function main() {

initialize n // number of children

read n

initialize greed array of size n // array to hold children's greed factors

// read greed factors for each child for i from 0 to n-1 {

read greed[i] from user

}

initialize c // number of cookie sizes read c from user

initialize csize array of size c // array to hold cookie sizes

// read cookie sizes for j from 0 to c-1 {

read csize[j] from user

}

initialize count to 0 // counter for satisﬁed children

// check each child's greed against available cookie sizes for i from 0 to n-1 {

for j from 0 to c-1 {

if csize[j] is greater than or equal to greed[i] { increment count by 1 // child is satisﬁed

break // exit inner loop after satisfying this child

}

}

}

print count // output the total count of satisﬁed children

}

### Program:

#include<stdio.h

>

#include<string.h

>

int main(){ int n;

scanf("%d",&n); int greed[n]; for(int i=0;i<n;i++){

scanf("%d ",&greed[i]);

}

int c; scanf("%d",&c); int csize[c];

for(int i=0;i<c;i++){ scanf("%d ",&csize[i]);

}

int count=0; for(int i=0;i<n;i++){

for(int j=0;j<c;j++){

if (csize[j]>=greed[i]){ count++;

break;

}

}

}

printf("%d",count);

}

**Output:**

![](data:image/png;base64,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)

# 3-G-Burger Problem

## Aim:

A person needs to eat burgers. Each burger contains a count of calorie. After eating the burger, the person needs to run a distance to burn out his calories. If he has eaten *i* burgers with c calories each, then he has to run at least *3i \* c* kilometers to burn out the calories. For example, if he ate 3

burgers with the count of calorie in the order: [1, 3, 2], the kilometers he needs to run are (30 \* 1) + (31 \* 3) + (32 \* 2) = 1 + 9 + 18 = 28.

But this is not the minimum, so need to try out other orders of consumption and choose the minimum value. Determine the minimum distance

he needs to run. Note: He can eat burger in any order and use an efficient sorting algorithm.Apply greedy approach to solve the problem.

**Input Format**

First Line contains the number of burgers

Second line contains calories of each burger which is n space-separate integers

**Output Format**

Print: Minimum number of kilometers needed to run to burn out the calories

**Sample Input**

3

5 10 7

**Sample Output**

76

### Algorithm:

int main() {

initialize n // number of elements read n from user

initialize cal array of size n // array to hold integers

// read values into the cal array for i from 0 to n-1 { read cal[i] from user

}

// sorting the array using bubble sort for i from 0 to n-2 {

for j from 0 to n-i-2 {

if cal[j] is greater than cal[j+1] {

// swap cal[j] and cal[j+1] initialize temp as cal[j] cal[j] = cal[j+1]

cal[j+1] = temp

}

}

}

initialize mulfact // variable to hold power value initialize sum to 0 // variable to hold the ﬁnal sum initialize h to

n-1 // index for the last element

// compute the weighted sum for i from 0 to n-1 {

mulfact = n raised to the power of i // compute n^i

sum = sum + (mulfact \* cal[h]) // accumulate the weighted sum h

= h - 1 // move to the next element

}

print sum // output the ﬁnal result

}

**Program:** #include<stdio.h> #include<math.h>

int main(){ int n;

scanf("%d",&n); int cal[n];

for(int i=0;i<n;i++){ scanf("%d ",&cal[i]);

}

//sorting the array int i, j, temp;

for (i = 0; i < n-1; i++) {

for (j = 0; j < n-i-1; j++) { if (cal[j] >

cal[j+1]) {

temp = cal[j]; cal[j] = cal[j+1]; cal[j+1] = temp;

}

}

}

int mulfact; int sum=0; int h=n-1;

for(int i=0;i<n;i++)

{

mulfact=pow(n,i); sum+=mulfact\*cal[h

]; h--;

}

printf("%d",sum);

}

**Output:**
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# 4-G-Array Sum Max Problem

## Aim:

Given an array of N integer, we have to maximize the sum of arr[i] \* i, where i is the index of the element (i = 0, 1, 2, ..., N).Write an algorithm based on Greedy technique with a Complexity O(nlogn).

Input Format:

First line specifies the number of elements-n The next n lines contain the array elements. Output Format:

Maximum Array Sum to be printed. Sample Input:

5

2 5 3 4 0

Sample output:

40

## Algorithm:

function main() {

initialize n // number of elements read n from user

initialize arr array of size n // array to hold integers

// read values into the arr array for i from 0 to n-1 {

read arr[i] from user

}

// sorting the array using bubble sort

for i from 0 to n-2 {

for j from 0 to n-i-2 {

if arr[j] is greater than arr[j+1] {

// swap arr[j] and arr[j+1] initialize temp as arr[j] arr[j] = arr[j+1]

arr[j+1] = temp

}

}

}

initialize prod to 0 // variable to hold the weighted sum

// compute the weighted sum for i from 0 to n-1 {

prod = prod + (arr[i] \* i) // accumulate the weighted sum

}

print prod // output the ﬁnal result

}

**Program:** #include<stdio. h> int main(){

int n; scanf("%d",&n); int arr[n];

for(int i=0;i<n;i++){ scanf("%d",&arr[i]);

}

for(int i=0;i<n-1;i++){ for(int j=0;j<n-i-1;j++){

if(arr[j]>arr[j+1]){ int temp=arr[j]; arr[j]=arr[j+1]; arr[j+1]=temp;

}

}

}

int prod=0; for(int

i=0;i<n;i++){

prod+=(arr[i]\*i)

;

}

printf("%d",prod);

}

**Output:**
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# 5-G-Product of Array Elements-Minimum

## Aim:

Given two arrays array\_One[] and array\_Two[] of same size N. We need to ﬁrst rearrange the arrays such that the sum of the product of pairs( 1 element from each) is minimum. That is SUM (A[i] \* B[i]) for all i is minimum.

## Algorithm:

function main() {

initialize n // number of elements read n from user

initialize array\_One of size n // ﬁrst array initialize array\_Two of size n // second array

// read values into array\_One for i from 0 to n-1

{

read array\_One[i] from user

}

// read values into array\_Two for i from 0 to n-1

{

read array\_Two[i] from user

}

// sorting both arrays for i from 0 to n-2 {

for j from 0 to n-i-2 {

// sort array\_One in ascending order

if array\_One[j+1] is less than array\_One[j] {

// swap array\_One[j] and array\_One[j+1] initialize temp as array\_One[j] array\_One[j] = array\_One[j+1] array\_One[j+1] = temp

}

// sort array\_Two in descending order

if array\_Two[j+1] is greater than array\_Two[j] {

// swap array\_Two[j] and array\_Two[j+1] initialize temp as array\_Two[j] array\_Two[j] = array\_Two[j+1] array\_Two[j+1] = temp

}

}

}

initialize sum to 0 // variable to hold the ﬁnal sum

// calculate the sum of products of corresponding elements for i from 0 to n-1 {

sum = sum + (array\_One[i] \* array\_Two[i]) // accumulate the product

}

print sum // output the ﬁnal result

}

**Program:** #include<stdio.h> int main(){

int n; scanf("%d",&n);

int array\_One[n]; int array\_Two[n];

for(int i=0;i<n;i++){

scanf("%d ",&array\_One[i]);

}

for(int i=0;i<n;i++){

scanf("%d ",&array\_Two[i]);

}

for(int i=0;i<n-1;i++){ for(int j=0;j<n-i-1;j++){

if(array\_One[j+1]<array\_One[j]){ int temp=array\_One[j]; array\_One[j]=array\_One[j+1]; array\_One[j+1]=temp;

}

if(array\_Two[j+1]>array\_Two[j]){ int temp=array\_Two[j]; array\_Two[j]=array\_Two[j+1]; array\_Two[j+1]=temp;

}

}

}

int sum=0;

for(int i=0;i<n;i++){ sum+=(array\_One[i]\*array\_Two[i]);

}

printf("%d",sum);

}

## Output:
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